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 Autonomous air movement systems hold great potential for transforming 

various industries, making their development essential. Autopilot design 

involves advanced technologies like artificial intelligence, machine learning, 

and big data. This paper focuses on developing a parallel rapidly-exploring 

random tree (RRT) algorithm using compute unified device architecture 

(CUDA) technology for efficient processing on graphics processing units 

(GPUs). The study evaluates the algorithm's performance in automated 

trajectory planning for unmanned aerial vehicles (UAVs). Numerical 

experiments show that the parallel algorithm outperforms the sequential 

central processing unit (CPU)-based version, especially as task complexity 

and state space dimensions increase. In scenarios with numerous obstacles, 

the parallel algorithm maintains stable performance, making it well-suited for 

various applications. Comparisons with CPU-based methods highlight the 

advantages of GPU use, particularly in terms of speed and efficiency. 

Additionally, the performance of two GPU models, NVIDIA RTX 2070 and 

T4 is compared, with the T4 demonstrating superior performance for similar 

tasks. Future research should explore integrating multiple algorithms for a 

more comprehensive UAV autopilot system. The proposed approach stands 

out for its stability and practical applicability in real-world autopilot 

implementations. 
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1. INTRODUCTION 

In the 21st century, all possible technologies are developing towards autonomy and automation, as 

noted in [1], [2]. After the success of developing a complete autopiloting system for ground vehicles (for 

example, Tesla's autopilot: see [3]), the demand for technologies for automatic route planning for all types of 

vehicles moving in space has rapidly increased. Vehicles that can move independently, fulfilling their tasks, 

have become one of the main directions of development of modern science and technology [4]–[6]. In recent 

years, unmanned aerial vehicles (UAVs) have received special attention, as the airspace does not suffer from 

traffic problems and contains much fewer obstacles to movement, which allows them to move much faster and 

safer, performing a wide range of tasks. 

https://creativecommons.org/licenses/by-sa/4.0/
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In our work, the main focus is on the development of a system that will ensure the autonomous 

movement of vehicles in airspace (autopiloting), since even now UAVs are used or integrated into all areas of 

human activity, for example: 

− Agricultural and agrarian activities – drones are used for watering or sowing a field and detecting pests, 

and diseases among cultivated plants [7]. 

− Mapping and cartography – creating, updating, and detailing current maps by collecting information about 

the environment under study through aerial images [8]. 

− Civilian and research aerial photography – obtaining unique footage while avoiding environmental 

pollution and any interference with the ecosystem under study [9], [10].  

− Transportation–UAVs are used to transport materials and medicines in places where the availability of roads 

and transportation is limited or in cases where there is a need to achieve high speed of transportation [11], [12].  

Today, the market value of autopilot technology for UAVs is growing rapidly and has positive growth 

forecasts for the next 15 years [13], [14], which demonstrates the developers' efforts to create a better offer, as 

well as the corresponding need for investors to have such technology. Delivery services and the transportation 

sector as a whole, despite their constant development, are limited by two significant drawbacks: the speed and 

the need for human presence to perform transportation tasks, which causes a large number of complications, 

namely: waiting time for order delivery, loss of profit due to the need to keep people for transportation 

(including the need to pay for their labor), deterioration of traffic on the roads (trucks take up a lot of space 

and move slowly compared to cars), creating Modern aircraft are capable of covering hundreds of kilometers 

in a short period of time, which is much better than ground transportation. The availability of UAVs with high-

quality software as a vehicle for the transportation of small and medium-sized cargo can solve most of the 

above problems. Despite all the attempts and research conducted to solve the problem of transportation using 

UAVs, this system has not been globally established (except for a few private companies that are currently 

testing their systems, such as Amazon) due to the lack of public implementations of path and flight path 

algorithms. Similar problems exist in other areas, and their solution depends on the availability of public 

research on the problem of autopiloting aircraft by building their flight path, which is what we are considering 

in this paper. Thus, a large number of problems in various areas of human activity are solved with the help of 

UAVs, the creation of which requires public research on the problem of autopiloting, which is the topic of our 

work. 

Delivery services and transportation, despite their continuous development, are limited by two 

significant drawbacks: speed and the need for human presence to perform transport tasks, leading to numerous 

complications. These include delivery waiting times, loss of revenue due to the need for personnel for 

transportation (including their payment), worsened traffic congestion (freight vehicles take up space and move 

slowly compared to passenger vehicles), road accidents, and many others [15]–[17]. Modern drones are capable 

of covering hundreds of kilometers in short periods, which is a much better indicator than ground transportation 

modes. The presence of drones with quality software as a transportation means for small to medium-sized cargo 

can solve most of the aforementioned problems. Despite all attempts and research conducted to address 

transportation issues using drones, this system has not been globally optimized (except for a few private 

companies currently in the testing stage of their systems, such as Amazon) due to a lack of public 

implementations of path planning and flight trajectory algorithms. Simi2lar problems exist in other areas, and 

their resolution depends on the availability of public research on the issues of drone autopiloting, specifically 

in constructing flight trajectories, which is the subject of our work. Therefore, a large number of problems in 

various human activities are solved using drones, the creation of which requires public research on autopiloting 

issues, which is the topic of our work. 

The majority of the analyzed literature sources share a common ideology. The importance of 

researching means and algorithms for ensuring the autonomous operation of aircraft to perform various types 

of tasks in various areas of human activity. It should be noted that none of the reviewed studies claimed to be 

the only "solution" to all the problems of this problem. Instead, the authors wrote that currently (as of the time 

of writing) there is no algorithm or method that would ideally solve the problem of trajectories and autopiloting 

in general for all tasks (in other words, solutions are selected for specific, localized problems), but there is a 

great demand for working prototypes and algorithms, which creates a certain "arms race" that continues to this 

day. 

Feng [18] considers a path planning method for a mobile robot using a combination of a fast 

exploratory random tree (RRT) and a particle swarm optimizer (PSO) [19]. The main emphasis is on the speed 

and efficiency of the new algorithm in a cluttered environment, where successful obstacle avoidance is 

confirmed by the results of a computer experiment. Our work proposes a parallel RRT algorithm based on 

compute unified device architecture (CUDA) technology for optimal processing on a graphics processing unit 

(GPU). Using an improved PSO algorithm, Yang et al. [20] also consider a way to solve the problem of drone 

autopiloting by searching for a flight path. They drew attention to the need for UAVs to be able to operate in 
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an unknown environment (not always the entire structure, obstacles, and other environmental parameters will 

be known in advance, which can lead to unforeseen consequences, loss of the UAV itself, and in the case of 

attack UAVs, destruction of allied equipment and soldiers), and used the PSO algorithm created for this 

purpose, improving it with optimizers. Despite all their efforts, the authors failed to fully optimize the algorithm 

and its shortcomings, such as not guaranteed convergence and the possibility of fixation in a local minimum. 

The potential convergence of the algorithm is the main drawback that will be addressed and corrected in this 

paper. 

Voelker et al. [21] developed a "lightweight" autopilot for small UAVs using the Dubin's Path 

algorithm, emphasizing that different tasks and types of drones require distinct algorithms and approaches. 

They highlighted that attack drones need complex, precise paths at high speeds, whereas regular drones benefit 

from navigation algorithms for unknown spaces where speed is less critical. The authors chose Dubin's Path 

for its simplicity and extensive documentation but acknowledged significant limitations: the system is only for 

small UAVs, works in two-dimensional space, ignores obstacles, requires precise control, lacks self-

improvement capabilities, and supports only one UAV at a time. In our study, all these shortcomings are taken 

into account and corrected or improved in one way or another, since our proposed system can work with UAVs 

of different sizes, and is not limited in the number of dimensions (RRT [22] is one of the best algorithms that 

work in three-dimensional space, and its efficiency increases with the number of dimensions used). Our system 

can be used for a wide range of UAV tasks [23], it is also highly flexible and scalable (it can be improved by 

installing additional modules and algorithms), able to take into account obstacles and ensure their avoidance, 

does not require precise control of the course, speed, and other UAV parameters, and can work with a large 

number of vehicles simultaneously, which makes it better than the one discussed above. 

Li and Hansen [24] describes the importance of research in the field of UAV software, since every 

year the number of tasks that could be simplified with the help of, for example, drones or even possible only 

with their help is growing rapidly, and with it the need for autonomous, but still controlled, UAV operation. 

The authors studied the effectiveness of several pathfinding algorithms (Dijkstra's [25], Bellman Ford's [26], 

Floyd-Warshall's [27], A* [28], D* [29]) and compared them, paying special attention to the A* algorithm, as 

its results were the best of all. Despite the good results obtained and the goal achieved (drone flight trajectories 

built), the study has a drawback - the environment in which the path search was performed is well known: the 

authors conducted a preliminary analysis of the environment and prepared it to ensure the correct operation of 

the algorithms (A* among them). In our study, this drawback is corrected by using another algorithm that can 

work in a completely unknown, new environment, which was one of the main reasons for its choice. 

Jin et al. [30] investigate the problem of safe indoor UAV navigation using a series of algorithms and 

methods to achieve accurate results. The article was written recently (at the time of writing) and once again 

emphasizes the importance of studying the autonomous operation of UAVs to perform various tasks, the 

number of which is growing every year, and the need for effective algorithms (especially public ones) for 

building a path and flight trajectory is growing exponentially. The authors took into account the need to 

navigate in unfamiliar environments and decided to implement their auto-learning: a separate algorithm builds 

a pseudo-map of the environment using data from the UAV's cameras and sensors, and only after the first 

algorithm is complete does the drone start building a route. Although this approach proved to be effective, its 

implementation is very cumbersome, multi-layered, and requires some special equipment to work correctly, 

and the route is built only after a complete study of the environment, which undoubtedly takes a lot of time. 

Our approach to solving the tangential problem also studies the environment, but it does so simultaneously 

with the construction of the flight path (RRT algorithm), which, firstly, simplifies implementation, and 

secondly, reduces the overall time required to launch the UAV along the built route. In addition, as mentioned 

above, our implementation allows for future improvements that will provide good results for different tasks, 

unlike the approach used in this paper: a large number of interconnected algorithms will be much harder to 

improve, as it will guarantee changes in the implementation. It should also be noted that the probabilistic 

roadmaps (PRM) algorithm used by the researchers, as well as its results, strongly depend on the chosen 

primary strategy, which, as Alarabi et al. [31] notes, is difficult to choose correctly.  

Xu et al. [32] proposed a method for planning the trajectory of mobile cable-driven parallel robots 

based on the developed multi-agent random tree, which allows for adaptation of the sampling in the subspace 

and efficiently generates possible paths. It also presents dynamic control validation, heuristic optimization, and 

performance metrics to ensure smooth and optimal path generation, verified through simulations and prototype 

experiments in complex scenarios using CoppeliaSim software. Karve and Kapadia [33] investigate a way to 

solve the problem of building a flight path for UAVs using the Dijkstra algorithm, focusing on achieving certain 

constraints, such as covering the largest possible area for video recording, thus creating a certain modification 

of this algorithm. The authors managed to achieve guaranteed generation of the optimal flight path (one of the 

main properties of the Dijkstra algorithm), but there are two common problems in their implementation: 

Inability to take into account and avoid obstacles in its path; Inability to work in unknown environments (the 
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algorithm requires a graph of the environment with weights that correspond to certain features as input. 

Building and preparing such a graph takes a lot of time). The RRT algorithm, which we use in our study, 

provides a solution to the above problems. The research in [34], [35], the authors also consider the problem of 

increasing the efficiency of path construction in the state space using the RRT algorithm. The authors solved 

this problem by parallelizing the RRT algorithm on central processing unit (CPU), which resulted in a 

performance acceleration of 3 [34], and 4 [35] times. In our study, we implement the parallel RRT algorithm 

on a GPU using CUDA technology [36], [37]. Since the GPU is much better at handling large amounts of 

computation than the CPU, we expect to achieve better results than those obtained by the authors of the papers 

mentioned above, and thus expect to achieve a better solution to the pathfinding problem. We have previously 

analyzed various modern technologies of distributed and preliminary computing, in particular, those covered 

in [38], [39].  

Our work focuses on the development of a system that ensures the autonomous movement of vehicles 

in airspace (autopiloting), addressing the significant gap in public implementations of path and flight path 

algorithms. Our approach proposes a parallel RRT algorithm based on CUDA technology for optimal 

processing on a GPU, improving the efficiency and capability of UAV autopilot systems in unknown 

environments. Despite all attempts and research conducted to address transportation issues using drones, this 

system has not been globally optimized (except for a few private companies currently in the testing stage of 

their systems, such as Amazon) due to a lack of public implementations of path planning and flight trajectory 

algorithms. Similar problems exist in other areas, and their resolution depends on the availability of public 

research on the issues of drone autopiloting, specifically in constructing flight trajectories, which is the subject 

of our work. 

We aim to develop an efficient parallel RRT algorithm for execution on GPUs, significantly 

enhancing automated trajectory planning for UAVs. The majority of the analyzed literature sources share a 

common ideology: the importance of researching means and algorithms for ensuring the autonomous operation 

of aircraft to perform various types of tasks in various areas of human activity. This highlights the ongoing 

demand for effective and publicly available solutions to improve UAV autopiloting capabilities. The main 

contribution of this paper is as follows: 

‒ A new parallel RRT method is proposed and implemented using CUDA technology for optimal 

processing on the GPU. 

‒ A comprehensive study and comparison of the effectiveness of parallel algorithms using GPU and CPU 

for automated trajectory planning of UAVs was conducted. It was found that the proposed parallel 

algorithm is highly efficient, in particular in conditions of increased task complexity and state space 

dimensionality. 

‒ Additionally, we compared the NVIDIA RTX 2070 and T4 GPUs, revealing the advantage of the latter 

in performing similar tasks. This emphasizes the importance of choosing the optimal hardware to improve 

the performance of parallel computing. 

Overall, the work makes a significant contribution to the field of automated trajectory planning for UAVs by 

introducing a new parallel algorithm and providing important comparative performance analyses.  
 

 

2. PROBLEM STATEMENT 

Let 𝑋 ∈ ℝ𝒏 denote the state space of the unknown environment, and 𝑂 ⊆ 𝑋 denote the subspace of 

the state space in which the moving object (UAV) is not in a state of collision with an obstacle (does not cross, 

intersect, or pass through). Let 𝑥 ∈ 𝑋 denote the configuration of the flying vehicle (a set of primitive 

directives, and states). The algorithm takes as input the initial state 𝑥𝑖𝑛𝑖𝑡 and the target state 𝑥𝑔𝑜𝑎𝑙, such that 

𝑥𝑖𝑛𝑖𝑡  ∈ 𝑂 and 𝑥𝑔𝑜𝑎𝑙  ∈ 𝑂. It is necessary to find a path 𝑃 ∶ (𝑥0, 𝑥1, 𝑥2 … , 𝑥𝑒𝑛𝑑), where 𝑥0 = 𝑥𝑖𝑛𝑖𝑡 , 𝑥𝑒𝑛𝑑 = 𝑥𝑔𝑜𝑎𝑙 , 

and 𝑃 lies in the space 𝑂, avoiding all obstacles and guaranteeing safe arrival at the state𝑥𝑔𝑜𝑎𝑙, if such a path 

is possible. 
 

 

3. METHOD 

3.1.  Overview of the sequential rapidly-exploring random tree algorithm 

The RRT algorithm, originally devised for pathfinding, is a widely utilized method across various 

domains. The algorithm operates by constructing a stochastic tree to efficiently explore the state space. The 

starting position, serving as the origin of the search, acts as the root node of the tree. It follows an iterative 

approach wherein, during each iteration, a new point is randomly chosen from the state space. Subsequently, 

the nearest node within the tree, considering obstacles, is located relative to the generated point. This node is 

then connected to the generated point at a predefined distance, a hyperparameter of the algorithm, in the 

direction of the generated point. This process iterates until either the path to the desired state is discovered or 

the maximum allowed number of iterations, determined by another algorithm parameter, is reached. 
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Here's the pseudocode representing the formal definition of the RRT algorithm: 

 
Function RRT(x_init, x_goal, X, O): 

Initialize tree T(x_init,) 

done ⟵ false 

While not done: 

x_rand ⟵ RandState(X, O) 

x_near ⟵ Nearest(x_rand, T) 

x_new ⟵ Steer(x_near, x_rand) 

e_new ⟵ {x_near, x_new} 

If not CheckCollision(e_new, O): 

Add vertex x_new to V: V = V ∪ {x_new} 
Add edge e_new to E: E = E ∪ {e_new} 
If x_new = x_goal: 

Path(x_new) 

done ⟵ true 

Return T 

 

This pseudocode represents the RRT algorithm using functions: 𝑅𝑎𝑛𝑑𝑆𝑡𝑎𝑡𝑒(𝑋, 𝑂) – function for 

generating 𝑥𝑟𝑎𝑛𝑑 ; 𝑁𝑒𝑎𝑟𝑒𝑠𝑡(𝑥𝑟𝑎𝑛𝑑 , 𝑇, 𝑋) – function to find the nearest node; 𝑆𝑡𝑒𝑒𝑟(𝑥𝑛𝑒𝑎𝑟 , 𝑥𝑟𝑎𝑛𝑑) – a function 

for building a state from the nearest node in the 𝑥𝑟𝑎𝑛𝑑 direction; 𝐶ℎ𝑒𝑐𝑘𝐶𝑜𝑙𝑙𝑖𝑠𝑖𝑜𝑛(𝑒𝑛𝑒𝑤 , 𝑂) – function to check 

if there is an obstacle between 𝑥𝑛𝑒𝑤  and 𝑥𝑛𝑒𝑎𝑟 . 𝑃𝑎𝑡ℎ(𝑥𝑛𝑒𝑤) – a function for traversing the tre 𝑇 e in the reverse 

order from 𝑥𝑛𝑒𝑤 to the root 𝑥𝑖𝑛𝑖𝑡 to get the path. The RRT function takes input 𝑥𝑖𝑛𝑖𝑡, 𝑥𝑔𝑜𝑎𝑙, 𝑋, and 𝑂, and 

returns the tree 𝑇 representing the path found by the RRT algorithm. Where 𝑋 ∈ ℝ𝑛 − state space;  𝑂 ⊆ 𝑋 − 

is the set of obstacles, which is obviously a subset of the state space;  𝑇 = (𝑉, 𝐸) – tree built as a result of the 

RRT algorithm; 𝑉 − set of tree nodes 𝑉 ⊆ 𝑋 but 𝑉 ∩ 𝑂 = ; 𝐸 − set of tree edges; 𝑥𝑖𝑛𝑖𝑡 − initial state; 

𝑥𝑔𝑜𝑎𝑙 −target state; 𝑥𝑖𝑛𝑖𝑡 , 𝑥𝑔𝑜𝑎𝑙 ∈ 𝑉; 𝑥𝑟𝑎𝑛𝑑 − randomly selected state, 𝑥𝑟𝑎𝑛𝑑 ∈ 𝑋; 𝑥𝑛𝑒𝑎𝑟 − is the nearest node 

of the tree 𝑇 to 𝑥𝑟𝑎𝑛𝑑 , 𝑥𝑛𝑒𝑎𝑟 ∈ 𝑉; 𝑥𝑛𝑒𝑤 −selected point based on 𝑥𝑛𝑒𝑎𝑟  and  𝑥𝑟𝑎𝑛𝑑 ,  𝑥𝑛𝑒𝑤 ∈ 𝑋; 𝑒𝑛𝑒𝑤  – edge 

connecting the vertices 𝑥𝑛𝑒𝑎𝑟  and 𝑥𝑛𝑒𝑤 . 

 

3.2.  Parallel rapidly-exploring random tree algorithm 

Before describing the parallelized version of RRT, we believe it is necessary to give an asymptotic 

estimate of the complexity of computing sequential RRT: 

 

𝑂(𝑁, 𝑀) = 𝑂𝑟𝑎𝑛𝑑(𝑁) + 𝑂𝑛𝑒𝑎𝑟(𝑁) + 𝑂𝑠𝑡𝑒𝑒𝑟(𝑀 ∗ 𝑁 ∗ log(𝑁)) = 𝑀 ∗ N ∗ log(N)  

 

where 𝑁 is the number of states, 𝑀 is the number of obstacles, 𝑂𝑟𝑎𝑛𝑑(𝑁) − asymptotic function evaluation 

𝑅𝑎𝑛𝑑𝑆𝑡𝑎𝑡𝑒; 𝑂𝑛𝑒𝑎𝑟(𝑁) −asymptotic function evaluation 𝑁𝑒𝑎𝑟, 𝑂𝑠𝑡𝑒𝑒𝑟(𝑀 ∗ 𝑁 ∗ log(𝑁)) − asymptotic 

evaluation of functions 𝑆𝑡𝑒𝑒𝑟 and 𝐶ℎ𝑒𝑐𝑘𝐶𝑜𝑙𝑙𝑖𝑠𝑖𝑜𝑛. 

Accordingly, to develop a parallel RRT that will run on the GPU, we have been thinking within the 

framework of the SIMD (Single Instruction Multiple Data) architecture, which will allow us to best utilize the 

hardware capabilities provided by GPUs. Accordingly, we propose to parallelize the following algorithm 

functions: 𝑁𝑒𝑎𝑟𝑒𝑠𝑡, 𝑆𝑡𝑒𝑒𝑟, 𝐶ℎ𝑒𝑐𝑘𝐶𝑜𝑙𝑙𝑖𝑠𝑖𝑜𝑛 – they are ideal for execution on a large number of GPU 

processors, are autonomous, i.e., do not require synchronization, and will not exceed the execution time limit 

(for example, for CUDA technology, it is one second). With such parallelization, we should achieve the 

following asymptotic computational complexity: 

 

𝑂𝑃(𝑁, 𝑀) = 𝑂𝑟𝑎𝑛𝑑(𝑁) + 𝑂𝑛𝑒𝑎𝑟 (
𝑁

𝑃
) + 𝑂𝑠𝑡𝑒𝑒𝑟(𝑀 ∗ 𝑁 ∗ log(𝑁) / 𝑃) =

𝑀∗𝑁∗log(N)

𝑃
  

 

where 𝑁 is the number of states, 𝑀 is the number of obstacles, and 𝑃 is the number of GPU cores. 

In our work, we used the following technologies to develop and optimize computing processes: 

− CUDA: Software development that uses GPUs to perform general-purpose computing. With the help of 

CUDA, computational acceleration was achieved due to parallel processing of data by the GPU. 

− Python: Using Python as an interpreted programming language for rapid prototyping, development, and 

solving computational problems. Python was chosen because of its wide range of tools and ease of use. 

− Numba: Using Numba as a higher-level abstraction for CUDA technology to simplify development, make 

code more secure, and reduce potential errors. Numba provides JIT compilation for efficient GPU and 

CPU computing. 
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− NumPy: Using NumPy to process and analyze data, as well as to efficiently implement computations on 

arrays and matrices of large sizes. NumPy has been used to solve scientific computing and data processing 

problems. 

− Matplotlib: Using Matplotlib to visualize data and calculation results. The library allows you to create 

various types of graphs for easy analysis and presentation of work results. 

Thus, the combination of these technologies allowed us to develop efficient software to solve the 

computational problem, taking advantage of GPUs and providing a user-friendly interface for development 

and visualization. When implementing the algorithm, we use the "Numba" library decorator "cuda.jit", with 

the help of which we define functions that will be executed on a GPU that supports CUDA technology. 

Accordingly, the following functions were implemented,  

− euc_distance_2d_device(x1,y1,x2,y2) – function for calculating the Euclidean distance between points on 

the GPU,  

@cuda.jit(device=True) 

def euc_distance_2d_device(x1,y1,x2,y2): 

d = math.sqrt((x2-x1)**2+(y2-y1)**2) 

return d 

− def distanceKernel(d_out,x,y,d_V,nov): – kernel function responsible for parallel calculation of the 

distances between the generated point and the tree nodes,  

@cuda.jit() 

def distanceKernel(d_out,x,y,d_V,nov): 

i = cuda.blockIdx.x*cuda.blockDim.x + cuda.threadIdx.x 

if i < nov: 

d_out[i] = euc_distance_2d_device(x,y,d_V[0,i],d_V[1,i]) 

− dArray(x,y,V,nov) – function to encapsulate the exchange of information between the host and the device 

when calculating distances,  

def dArray(x,y,V,nov): 

d_V = cuda.to_device(V) # copies the input data to a device array on the GPU 

d_distance = cuda.device_array(nov) # creates an empty array to hold the output 

BPG = (nov + TPB - 1)//TPB # computes number of blocks 

distanceKernel[BPG,TPB](d_distance,x,y,d_V,nov) 

return d_distance.copy_to_host() 

− def ccKernel(d_out,x,y,d_O,all_radii): – kernel function responsible for the parallel calculation of 

collisions,  

@cuda.jit() 

def ccKernel(d_out,x,y,d_O,all_radii): 

i = cuda.blockIdx.x*cuda.blockDim.x + cuda.threadIdx.x 

#flag = 1 

if i < all_radii.size:# and flag ==1: 

d_out[i] = euc_distance_2d_device(x,y,d_O[0,i],d_O[1,i])>all_radii[i] # should be 1 for no collision 

# flag = d_out[i] 

− def dArray_CC(x,y,obs_coors,allowable_radii): – a function for encapsulating the exchange of 

information between the host and the device when calculating collisions with obstacles,  

def dArray_CC(x,y,obs_coors,allowable_radii): 

noo = allowable_radii.size 

d_all_radii = cuda.to_device(allowable_radii) # copies the input data to a device array on the GPU 

d_O = cuda.to_device(obs_coors) # copies the input data to a device array on the GPU 

d_collision = cuda.device_array(noo) # creates an empty array to hold the output 

BPG = (noo + TPB - 1)//TPB # computes number of blocks 

ccKernel[BPG,TPB](d_collision,x,y,d_O,d_all_radii) 

return d_collision.copy_to_host()  

 

 

4. RESULTS AND DISCUSSION 

Numerical experiments for this work were conducted on the following hardware systems:  

− NVIDIA GeForce RTX 2070 

− NVIDIA T4 GPU 

− CPU Intel(R) Core(TM) i7-10750H CPU @ 2.60GHz 2.59 GHz. 
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In this study, we do not use datasets, because the RRT algorithm solves the problem of finding a path in an 

arbitrary state space, so we developed a procedure to generate state spaces with an arbitrary number of obstacles 

using the NumPy library. 

 
def generate_obstacles(obstacles_count: int, radius: float, state_dimension: int) -> 

[np.ndarray, np.ndarray]: 

""" 

:param obstacles_count: the number of obstacles to generate 

:param radius: the radius of each obstacle 

:param state_dimension: the dimensionality of the state space 

:return: two NumPy arrays containing the radii and coordinates of the generated obstacles 

""" 

obstacles_radii = radius * np.ones(obstacles_count) 

obstacles_coordinates = state_dimension * np.random.rand(2, obstacles_count) 

return obstacles_radii, obstacles_coordinates 

generate_obstacles(512, np.sqrt(3) / 2, 100) 

 

In this pseudo-code, the generate_obstacles function generates a specified number of obstacles with 

the specified radius and dimensions of the state space. The result is two NumPy arrays: one with the radii of 

the obstacles and the other with their coordinates in the state space. An example of the function call shows how 

512 obstacles with a radius equal to sqrt(3)/2 can be generated in a state space of size 100. We grouped all the 

environments on which we conducted the experiments and saved them in a publicly available dataset [40].  

The following are examples of building a path search tree in the generated state spaces. Figure 1 shows 

the search tree built using the RRT algorithm (green color indicates the nodes of the tree, they are connected 

by black lines) and the path found (yellow line) between the points (5;5) and (90;90) in the state space 100×100 

and the number of obstacles (blue color) 512; NVIDIA GeForce RTX 2070. In Figure 1(a), we see the result 

of our parallel RRT algorithm, which successfully finds a path between the states with coordinates (5;5) and 

(90;90) in 5.4438 seconds, the found path is visualized by a yellow line. The green dots connected by black 

lines provide a graphical representation of the search process in the 100×100 state space. In Figure 1(b), we 

can observe the work of the sequential RRT executed on the CPU, the execution time is 5.181 seconds. 

Although the environments in Figures 1(a) and 1(b) are the same size (100×100), it is easy to see that the 

environment in this figure is much simpler (128 obstacles in Figure 1(a) vs. 512 in Figure 1(b)). Comparing 

these two cases, we can see that when running parallel RRT on a video card, with a more complex environment, 

the algorithm explored most of the state space at almost the same time as the sequential algorithm in a much 

simpler space, which significantly increases the probability of finding a path in a constant time. This is the 

main idea behind the application of the algorithm we have developed: by parallelizing and using the hardware 

capabilities of GPUs, we not only speed up the solution of the problem of finding a path in the state space but 

also increase the probability of finding this path in some time. 

The following formula was used to calculate the speedup based on the measurements of the execution 

time of the RRT algorithm and the parallel version we developed: 𝑆 =
𝑇𝑠

𝑇𝑝
, where 𝑆 is the ratio of the time 𝑇𝑠 

required to perform calculations on a single-processor computer system to the time 𝑇𝑝 to solve the same problem 

on a parallel system (in our case, a GPU) using a parallel algorithm. Thus, the time measurements of the 

sequential and parallel algorithms for state spaces of 100×100 and 200×200 are presented in Tables 1 and 2 and 

visualized in Figures 2 and 3, respectively. The parallel speedup rates for different state spaces are presented 

in Tables 3 and 4. 

Let's start analyzing the results of the numerical experiments by evaluating the speed of the two 

algorithms under study. We can see that the GPU-parallelized algorithm is faster than the conventional 

sequential algorithm. In particular, as the parametric complexity of the problem increased, the difference in 

execution time increased significantly, which, as expected, is due to the reduction in the overall complexity of 

the algorithm (including synchronization time) and the parallel use of CUDA cores for computational 

operations. We can see that after applying 2048 or more obstacles in the generated environment defined in the 

state space of dimension 100×100, the computation time of the sequential algorithm on the CPU increases 

approximately twice with each step, while the GPU-parallelized algorithm remains in place (as can be seen in 

Table 1), against the geometric growth of the number of obstacles (and, as a result, computations). When the 

number of obstacles was less than 1024, we observed an advantage in the speed of the sequential algorithm on 

the CPU, however, the performance of parallel computations even with 512 obstacles differed in the worst case 

by only 0.3. In other words, even with the synchronization time, the parallelized algorithm gave good speed 

results, which makes it suitable for relatively lightweight problems (with a small number of obstacles in small 

state spaces).  
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(a) 

 

 
(b) 

 

Figure 1. A search tree is constructed and a path is found between the points (5;5) and (90;90) in the 100×100 

state space: (a) the number of obstacles is 512 using the parallel RRT algorithm, (b) the number of obstacles 

is 128 using the sequential RRT algorithm on the CPU 
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Table 1. Time of execution of sequential and parallel RRT algorithms in a state space of size 100×100 in 

seconds for points (5;5) and (90;90) 
Number of obstacles Sequential (CPU) Parallel 

NVIDIA GeForce RTX 2070 NVIDIA T4 GPU 

256 4.448984146118 7.9860494136 5.2984178066 

512 8.516096115112 12.8609824180 8.9158022403 

1,024 128.2285559177 85.5747628211 76.2808237076 
2,048 122.1113481521 74.0722501277 66.9172148705 

4,096 241.3418300151 74.8022329807 68.6118636131 

8,192 468.4661860466 76.2232465744 77.3167104721 

 

 

Table 2. The execution time of the sequential and parallel RRT algorithms in a 200×200 state space in 

seconds for points (15;20) and (185;190) 
Number of obstacles Sequential (CPU) Parallel 

NVIDIA GeForce RTX 2070 NVIDIA T4 GPU 

256 43.2499878406 34.6423091888 15.5784752368 

512 42.1336429119 31.8523607254 30.4305672646 

1,024 176.3126482963 74.0990240573 74.7495670319 
2,048 299.9120779037 76.4668069839 75. 3771859169 

4,096 555.5035376548 76.6121499538 75.6121499538 

8,192 984.0232720375 76.8012492656 75.8806983947 

 

 

 
 

Figure 2. Running time of sequential and parallel RRT algorithms in a state space of size 100×100 for points 

(5;5) and (90;90) 

 

 

 
 

Figure 3. Time of execution of sequential and parallel RRT algorithms in a state space of size 200×200 in 

seconds for points (15; 20) and (185; 190) 
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Table 3. Parallel acceleration of the RRT algorithm based on measured data in a 100×100 state space in 

seconds for points (5;5) and (90;90) 
Number of obstacles NVIDIA GeForce RTX 2070 NVIDIA T4 GPU 

256 0.557094 0.839682 

512 0.662165 0.955169 

1,024 1.498438 1.681006 
2,048 1.648543 1.824812 

4,096 3.226398 3.517494 

8,192 6.145975 6.059055 

 
 

Table 4. Parallel acceleration of the RRT algorithm based on measured data in a 200×200 state space in 

seconds for points (15;20) and (185;190) 
Number of obstacles NVIDIA GeForce RTX 2070 NVIDIA T4 GPU 

256 1.248473 2.776266 
512 1.322779 1.384583 

1,024 2.379419 2.358711 

2,048 3.922121 3.978818 
4,096 7.250854 7.346752 

 

 

Comparing our results with those of other researchers, the authors of articles [34], [35], who used 

CPUs for parallelization, we can say that we have achieved a better result than they did and, with a large 

number of obstacles, our speedup rates are much higher than those of the authors (6.145975239 (Table 2) of 

peak speedup versus 3.512 [34] and 4.123 [35] for a 100×100 space, the authors of the articles do not provide 

results for larger spaces). We also conducted an experimental comparison of two NVIDIA GPUs: RTX 2070 

and T4. Both graphics cards were introduced in 2018, so we consider their comparison to be appropriate. As 

you can see from Figures 2 and 3 and Tables 2 and 4, the acceleration rates of the T4 are slightly higher, even 

though the power of the RTX 2070 is higher. This is because the T4 video card was created specifically for 

performing such tasks, for which it received a large amount of video memory (16 GB). 
 
 

5. CONCLUSION 

In conclusion, this paper addressed the problem of UAV pathfinding, focusing on obstacle avoidance 

and trajectory planning in unknown environments. We implemented the RRT algorithm and improved its 

performance through parallelization using CUDA on GPUs, resulting in significantly better efficiency 

compared to a CPU-based approach. The parallel algorithm successfully avoided all obstacles, confirming the 

effectiveness of the method. This approach enables UAVs to navigate complex spaces without requiring precise 

environmental data, making it suitable for challenging conditions such as forests or indoor spaces. Future 

research should focus on integrating additional algorithms to enhance the overall performance of UAV 

autopilot systems and further expand their application potential. 
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